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Most (97%) of the EMBOSS repositories do not use
SAST tools.

* Many EMBOSS repositories rely on compiler warnings
instead of dedicated SAST tools.

* Most developers are aware of Cl Workflows and use
them to run their SAST tools.
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Fig: Summary of our developer survey on the use of SAST tools.

RQ3: EFFECTIVENESS OF SAST TOOLS ON EMBOSS

e Strict compiler warnings are less effective than

 Getting CodeQL running takes minimal
engineering effort, 45-60 min per project.

* CodeQL discovers many security and non-security

defects
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return ret;

}

/* Enable the Gesture mode (Proximity mode is needed for gesture

mode) */

ret = apds9960 i2c write8(priv, APDS9960 ENABLE, PON | PEN | GEN |

WEN) ;
if (ret < 9)
{

View Go Run Terminal Help <

£ Untitled (Workspace)

g>v & [0 - 1330 SARIF Results

snerr("ERROR: Failed to initialize the APDS9960!\n");

return ret;

}

/* Register the character driver */

ret = register_driver(devpath, &g_apds996e_fops, 0666, priv);

if (ret < 9)
{

snerr("ERROR: Failed to register driver: %d\n", ret);
kmm_free(priv);

/* Attach to the interrupt */

priv->config->irq_attach(priv->config, apds9966_int_handler, priv);

return ret;

1291 }

1292

}

1293 #endif /* CONFIG_I2C && CONFIG_SENSORS_APDS9960 */

1294

CodeQL.

An Empirical Study on the Use of Static Analysis Tools in

developers’ requirements.
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We investigate the use of Static Application Security Testing (SAST) tools in Open-Source Embedded Software (EMBOSS)
projects used in safety-critical systems. We found the lack of SAST tool usage, with only 3% of projects employing them, citing
ineffectiveness and false positives as reasons. We applied SAST tools and found GitHub's CodeQL to be the most effective,
uncovering 540 defects, with 74% likely being security vulnerabilities. We recommend EMBOSS engineers adopt modern SAST
tools for enhanced security.

 The false positive rate (23%) of CodeQL meets
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Fig: CDF of the severity of security defects.
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Table: Results of SAST tools on EMBOSS repositories.

Fig: Top 10 CodeQL queries by # of security-relevant defects found.

Action Result format #Success  # Failure Reasons for failure Total Median Precision
Repo Repo # warn # warn
david-a-wheeler/flawfinder SARIF 176 82 Invalid SARIF, Python Error 4,637 12 20% (64/316)
cpp-linter/cpp-linter-action =~ GCC error msg 230 28 Timeout, Python Error 212,228 111 0% (0/213)
deep5050/cppcheck-action GCC error msg 256 2 Timeout 31,873 19 58% (116/200)
CodeQL Autobuild SARIF 74 184 Autobuild failure 471 0 96% (154/160)
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Fig: Number of defects of each type in EMBOSS of various
categories. Category (#repo containing defects)

Table: Summary of CodeQL results and their analysis.

Number of ... Value
Setup

Repos in dataset 258

Repos built 154

Repos analyzed 143
CobpEQL Results

Errors reported 578

Warnings reported 2,294
Manual Analysis

Detfects discovered 540

Repos where defects were discovered 83 (60%)

Security defects discovered 399

Repos where security defects were discovered 71 (51%)

Responsible Disclosure

Defects confirmed 273

Security defects confirmed 219

Pull requests raised 139

Pull requests merged 81

CVEs issued 2

RO2: GHALLENGES IN EFFEGTIVELY

USING SAST TOOLS

 Warnings produced in a non-standard text format
* CodeQL autobuild fails to handle the diverse build

infrastructure of the majority repositories

* Preliminary evaluation shows that CodeQL has the
highest precision on EMBOSS repositories.
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